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# Code First

|  |  |  |
| --- | --- | --- |
|  | **Code First with Existing Database** | **With No Database** |
|  | **Preferred – BEST OPTION** | **Use left option** |
| Project | New Project in Visual Studio | |
| Entity Framework | EF6 - Install EntityFramework  EF Core – instal-package EntityFrameworkCore.(Design, Tools, SQLServer) | |
|  | Import model from DB   * Create a new file, ADO.NET Entity Data Model * Name EFCodeFirstDBDBContext * Select Code First from database * Create a connection string to the existing database   Finish wizard  This Created   * DBContext.cs * Model.cs classes * Connection String to App/Web.config/appsettings.json | Add Connection String to App /Web.config |
|  | * Move Model.cs files into Model folder * ICollection vs IList – IList enables to access with indexer * Make collections as virtual functions |  |
|  | * Move DBContext.cs file into Context folder |  |
| Init Migration | EF6 - enable-migrations – only once per project, add Migrations folder to project  EF Core – NO need to do this, migrations is enabled by default | |
| Existing Database | add-migration name -IgnoreChanges -Force  Because the current model already exists  use -Project ProjectName to add to a specific project |  |
| update-database -Project ProjectName |  |
| Code | Code Model.cs | |
|  | Code DBContext.cs | |
|  | add-migration name -Project ProjectName to add to a specific project | |
|  | check the new file.cs in migrations folder and verify Up() and Down() methods | |
|  | update-database -Project ProjectName | |

# Code First with NO Database – Not Good

## Dot Net

### Add Connection String to App.config/Web.config

<connectionStrings>

<add name="DefaultConnection" connectionString="Data Source=RonnieDev;Initial Catalog=Pluto2;Persist Security Info=True;User ID=sa;Password=qweQWE123!@#" providerName="System.Data.SqlClient"/>

</connectionStrings>

### DBContext

public class PlutoContext : DbContext {

public DbSet<Course> Courses { get; set; }

public DbSet<Author> Authors { get; set; }

public DbSet<Tag> Tags { get; set; }

public PlutoContext() : base("name=DefaultConnection") {

}

}

## ASP.NET

### ASP.NET Core appsettings.json

"ConnectionStrings": {

"DefaultConnection": "Data Source=(localdb)[\\MSSQLLocalDB;Initial](file://MSSQLLocalDB;Initial) Catalog=EFWithASPNETCoreRazorDB;Integrated Security=True;Connect Timeout=30;Encrypt=False;Trust Server Certificate=False;Application Intent=ReadWrite;Multi Subnet Failover=False"

}

### DBContext

public class ApplicationDBContext : DbContext {

public DbSet<Course> Courses { get; set; }

public ApplicationDBContext(DbContextOptions<ApplicationDBContext> options) : base(options) {

}

}

### Services

#### Service Interface

public interface IMovieService {

List<Movie> GetMovies();

Movie? GetMovie(int id);

void Add(Movie movie);

}

#### Service Class

public class MovieService : IMovieService {

private ApplicationDBContext dbContext;

public MovieService(ApplicationDBContext dbContext) {

this.dbContext = dbContext;

}

public void Add(Movie movie) {

dbContext.Movies.Add(movie);

dbContext.SaveChanges();

}

public Movie? GetMovie(int id) {

return dbContext.Movies.FirstOrDefault(x => x.Id == id);

}

public List<Movie> GetMovies() {

return dbContext.Movies.ToList();

}

}

### Program.cs

builder.Services.AddRazorPages();

//builder.Services.AddTransient // a new instance for each request

//builder.Services.AddScoped // a new instance for each page

//builder.Services.AddSingleton // a singleton instance

builder.Services.AddScoped<IMovieService, MovieService>();

string? connectionString = builder.Configuration.GetConnectionString("DefaultConnection");

builder.Services.AddDbContext<ApplicationDBContext>(options => options.UseSqlServer(connectionString));

### PageModel – add this to inject the DBContext into the Page Model

private IMovieService movieService;

public AddMovieModel(IMovieService movieService) {

this.movieService = movieService;

}

## Model

public class Course

{

public int Id { get; set; }

public string Title { get; set; }

public string Description { get; set; }

public CourseLevelEnum Level { get; set; }

public float FullPrice { get; set; }

public Author Author { get; set; }

public IList<Tag> Tags { get; set; }

}

public class Author

{

public int Id { get; set; }

public string Name { get; set; }

public IList<Course> Courses { get; set; }

}

public class Tag

{

public int Id { get; set; }

public string Name { get; set; }

public IList<Course> Courses { get; set; }

}

# Database First – Not Good

This takes a DB and generates code to use. I prefer the other one.

## Steps

* Create DB in SQL
* Create EDMX - .Net Diagram Model  
  Generates model, mapping, and code to C#.
* Update EDMX when DB changes

## Complex Type

Used when a store procedure/function returns a specific result set different from an existing entity.

# Data Annotation

<https://docs.microsoft.com/en-us/ef/ef6/modeling/code-first/data-annotations#notmapped>

## Table

[Table("InternalBlogs")]

public class Blog

## Column

[Column("BlogDescription", TypeName="ntext")]

public String Description {get; set;}

## Key

### Primary Key

Primary key, defaults to id or ClassName+ID

    [Key]

    [DatabaseGenerated(DatabasaeGenerationOption.None)]

public int PrimaryTrackingKey { get; set; }

### Composite keys

[Key]

[Column(Order = 1)]

public int PassportNumber { get; set; }

[Key]

[Column(Order = 2)]

public string IssuingCountry { get; set; }

## Columns

### Required

[Required, ErrorMessage = ”Error message”]

public string Title { get; set; }

![Create page with Title is required error](data:image/png;base64,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)

### MaxLength and MinLength

[MaxLength(10),MinLength(5)]

public string BloggerName { get; set; }

MaxLength will be used for the database nVarChar(10)

[MaxLength(10, ErrorMessage="BloggerName must be 10 characters or less"),MinLength(5)]

public string BloggerName { get; set; }
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### NotMapped

[NotMapped]

public string BlogCode

{

get

{

return Title.Substring(0, 1) + ":" + BloggerName.Substring(0, 1);

}

}

### Exclude Migrations

protected override void OnModelCreating(ModelBuilder modelBuilder)

{

modelBuilder.Entity<IdentityUser>()

.ToTable("AspNetUsers", t => t.ExcludeFromMigrations());

}

### ComplexType

1 to 1 relationship between two tables/classes

[ComplexType]

public class BlogDetails

{

public DateTime? DateCreated { get; set; }

    [MaxLength(250)]

    public string Description { get; set; }

}

If the Blog Class add the following property

    public BlogDetails BlogDetail { get; set; }
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### ConcurrencyCheck

[ConcurrencyCheck, MaxLength(10, ErrorMessage="BloggerName must be 10 characters or less"),MinLength(5)]

public string BloggerName { get; set; }

### TimeStamp

non-nullable timestamp

[Timestamp]

public Byte[] TimeStamp { get; set; }

![Blogs table with time stamp column](data:image/png;base64,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)

## Index

### Index

[Index]

public int Rating { get; set; }

### Unique Index

[Index(IsUnique = true)]

[StringLength(200)]

public string Username { get; set; }

### Multiple-Column Indexes

[Index("IX\_BlogIdAndRating", 2)]

public int Rating { get; set; }

[Index("IX\_BlogIdAndRating", 1)]

public int BlogId { get; set; }

## Relationships

### Foreign Keys

public class Course

{

[ForeignKey("Author")]

public int AauthorId { get; set; }

public Author Aauthor { get; set; }

}

..

# Fluent API

In the DBContext derived class

protected override void OnModelCreating(DbModelBuilder modelBuilder)

{

modelBuilder.Configurations.Add(new VideoConfiguration());

base.OnModelCreating(modelBuilder);

}

public class VideoConfiguration : EntityTypeConfiguration<Video>

{

public VideoConfiguration()

{

Property(v => v.Name)

.IsRequired()

.HasMaxLength(255);

HasRequired(v => v.Genre)

.WithMany(g => g.Videos)

.HasForeignKey(v => v.GenreId);

HasMany(v => v.Tags)

.WithMany(t => t.Videos)

.Map(m =>

{

m.ToTable("VideoTags");

m.MapLeftKey("VideoId");

m.MapRightKey("TagId");

});

}

}

## Default Schema

modelBuilder.HasDefaultSchema("sales");

## Table Name

Entity<Course>.ToTable(“tbl\_Course”, “catalog”);

## Primary Key

modelBuilder.Entity<OfficeAssignment>().HasKey(t => t.InstructorID);

## Primary Key without auto number

modelBuilder.Entity<Department>().Property(t => t.DepartmentID)

.HasDatabaseGeneratedOption(DatabaseGeneratedOption.None);

## Composite Primary Key

modelBuilder.Entity<Department>().HasKey(t => new { t.DepartmentID, t.Name });

## Column

Entity<Course>.Property(t => t.Name)

.HasColumnName(“sName”)

.HasColumnType(“varchar”)

.HasColumnOrder(2)

.IsRequired()

.HasMaxLength(255)

.IsUnicode(false); // varChar vs nVarChar

## Index

modelBuilder

.Entity<Department>()

.Property(t => t.Name)

.HasColumnAnnotation("Index", new IndexAnnotation(new IndexAttribute()));

## Multiple Column Index

modelBuilder

.Entity<Department>()

.Property(t => t.Name)

.HasColumnAnnotation(

"Index",

new IndexAnnotation(new[]

{

new IndexAttribute("Index1"),

new IndexAttribute("Index2") { IsUnique = true }

})));

## Not Map

modelBuilder.Entity<Department>().Ignore(t => t.Budget);

## Complex Type

modelBuilder.ComplexType<Details>()

.Property(t => t.Location)

.HasMaxLength(20);

## One-to-many Relationship

Entity<Author>.HasMany(a => a.Courses)

.WithRequired(c => c.Author)

.HasForeignKey(c => c.AuthorId);

## Many-to-many Relationship

Entity<Course>.HasMany(c => c.Tags)

.WithMany(t => t.Courses)

.Map(m => {

m.ToTable(“CourseTag”);

m.MapLeftKey(“CourseId”);

m.MapRightKey(“TagId”);

});

## One-to-zero/one Relationship

Entity<Course>.HasOptional(c => c.Caption)

.WithRequired(c => c.Course);

## One-to-one Relationship

Entity<Course>.HasRequired(c => c.Cover)

.WithRequiredPrincipal(c => c.Course);

Entity<Cover>.HasRequired(c => c.Course)

.WithRequiredDependent(c => c.Cover);

## Cascade Delete

modelBuilder.Entity<Course>()

.HasRequired(t => t.Department)

.WithMany(t => t.Courses)

.HasForeignKey(d => d.DepartmentID)

.WillCascadeOnDelete(false);

# Loading

## Lazy Loading

Declare the property as a virtual

public virtual Author Author { get; set; }

Or add in DBBContext ctor

this.Configuration.LazyLoadingEnabled = false;

## Eager Loading

add Include cause the SQL to have a join with the relationship

var users = dlContext.Users.Include(x => x.DepartmentID).ToList();

## Explicit Loading

Explicit loading of joined data

First, load the main object

var user = dlContext.Users.FirstOrDefault(x => x.ID == 1);

Then, load the related data

dlContext.Departments.Where(x => x.ID == user.DepartmentID).Load();